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1. Introduction

The so-called “blockchain technology” (aka distributed ledger technology) is discussed currently as some kind of philosophers stone, to solve nearly all questions which have not been answered by traditional information technology. In addition, blockchain should change the whole world of economy as said in the subtitle of the book ”Blockchain Revolution” of Tapscott:1: How the Technology Behind Bitcoin Is Changing Money, Business, and the World. Especially, the extension of the (transactional) blockchain with so-called “smart contracts” (i.e. computer programs or “scripts” to be executed in a runtime environment of the blockchain) generated much interest as, in a summary of the authors derived from a variety of references, “self-executable” and “self-enforcing” code with a “truth outside the authority of court”.

Nearly two decades ago, L. Lessig2 wrote about a rather “dark” vision of a future, in which “code” will be a threat to liberty and in which “code is law”: “Every age has its potential regulator, its threat to liberty, […] Ours is the age of cyberspace. It, too, has a regulator. This regulator, too, threatens liberty. But so obsessed are we with the idea that liberty means “freedom from government” that we don’t even see the regulation in this new space. We therefore don’t see the threat to liberty that this regulation presents. This regulator is code - the software and hardware that make cyberspace as it is. This code, or architecture, sets the terms on which life in cyberspace is experienced.”

Recently Paech3 articulated a controversial opinion and discussed a new sequence of authority in the context of “smart contracts”: “However, court decisions do not exert the same authority as in the traditional context of financial market transactions. [...] the hands of the court are tied to a large extent. First, the parties, using their contractual freedom, are likely to have agreed to the application of the internal rules [of a technical blockchain system] to their dealings, superseding the relevant private law rules. However, should the court hold that private law takes precedence [...] it will still be unable to order a rectification of the blockchain, as the blockchain cannot be changed subsequently. [...] By adhering to the network, they have, implicitly or explicitly, agreed to operate in a technical, trustless environment, which only relies on maths and cryptography, and accepted that its internal rules may lead to outcomes different from those governed by private law rule. [...] court should decide whether the insolvent has acquired or lost the asset on the basis of private law, or should apply the internal rules of the blockchain network as an expression of party autonomy, or as a form of lex mercatoria?”

Last but not least, Ortolani4 argues rather focussed: “... that Bitcoin must be regarded as an original and self-contained system of dispute resolution, whose characteristics can be used to theorise new models of self-enforcement.”

The main difference between “code is law”, Medieval sea laws and merchant laws (lex mercatoria – both transnational laws)5 is the antagonism of ex-ante “hard coded” rules with a clockwork-like implementation versus a system of special custom and best practice, which could be enforced ex-post through dedicated merchant courts or arbitration. Furthermore, leges mercatoriae are mostly effective only inter partes while the concept of “code is law” appears to claim effectiveness inter omnes.

---


4 Remark: The key component of the original Bitcoin blockchain is a game theory “Game Theory” approach (that rational players can benefit more than by cheating), but not cryptography as the applied cryptographic methods can be taken from any standard code library.


6 see e.g. Berger K. P. Center for Transnational Law “CENTRAL”. University of Cologne, Germany; www.trans-lex.org (accessed 16 January 2020).
In this paper, we will challenge the idea that “code is law” and that “smart contracts” on the blockchain can form a new legal system with pre-defined self-executing self-enforcement for contractual relationships in the age of digitalization.

The discussion will start with a comparison of smart contracts on the blockchain and traditional computer code via juxtaposition between ideal worlds of clockwork-like computing with the reality of an unknown future, and governance processes to end with an outlook on the social phenomenon of the wish for a “better” world without any uncertainty.

2. Smart Contracts on the blockchain and traditional computer code

Recently, Raskin® discussed the legality of smart contacts and defined smart contracts as: “... agreements wherein execution is automated, usually by computers. Such contracts are designed to ensure performance without recourse to the courts. Automation ensures performance, for better or worse, by excising human discretion from contract execution.”

However, there are three different levels of implementation of smart contracts:

- **Normative definition** - what a smart contract should be (independent from any technology: currently defined by some authors as “smart legal contracts”)
- **Positive perspective** - how smart contracts can be implemented on computer systems (including blockchain-based distributed ledger technology)
- **Actual situation** - how blockchain technology has been developing in the reality

The term “smart contracts” was probably coined by Szabo® with a definition in line with the one mentioned by Raskin®. The definition raises the question, how such an “automation” and “performance without recourse to the courts” can be implemented practically in the real world, in which any commercial relationship has a social context and contracts are embedded in a matrix of the world.

With the development of the blockchain (aka distributed ledger technology) starting with the first use case of Bitcoin, smart contracts have been revitalised based on the underlying technology of blockchain as a synchronised protocol for transactions based on a distributed database system. Therefore, smart contracts - or smart contract code - are computer code on top of a blockchain runtime environment on distributed computer systems. Smart contracts are computer code executed on-top of computer code running on computer code. Therefore, any discussion about smart contracts is strongly dependent on the definition and the technical environment they are implemented on. A discussion about benefits of smart contracts can only be done in comparison to “usual” computer software applications used for the same task.

Although “automation” and “self-execution” should be important features of smart contracts, traditional banking systems are already highly automated and typically process transactions without any human intervention. Examples are *inter alia* the nearly 100 percent straight-through processing for electronic SEPA payment transactions, automated initiation of credit transfers by a standing order (*sle!*), processing of interest payments for a bond at the contractual date, or calculation of variation margin or collateral from derivative contracts triggered by a pre-defined condition.

The original development of blockchain with the first use case of Bitcoin did not target automation but was focussed on the issue of “electronic cash” in an open peer-to-peer computer network without any (central) intermediaries. As it is not the scope of this paper to make a deep dive into distributed computer technology, the reader is referred to publications such as Milkau et al. (2016) for a discussion of details. In a nutshell, the challenge results from the theoretical impossibility to synchronise an “open” network with a technical protocol (Fischer, Lynch, Paterson theorem on “Impossibility of distributed consensus with one faulty process” from 1985) and, in consequence, from (i) the Double Spending Problem and (ii) the Byzantine General Problem to agree on the right sequence of “valid” transactions.

The Bitcoin blockchain “solved” this “impossible” problem with a bypass to technology and the concept of game theory to reach distributed consensus, but (a) with assumption and (b) under limitations. The practical solutions came with a price to be paid. Bitcoin (and the underlying blockchain) is a closed system with a repeated game between rational players, i.e. it is comparable to a game of poker in a casino with agreed rules and with a proprietary “currency” in form of tokens. For such a proprietary game, of course, no courts are needed, as self-enforcement is achieved with *ex-ante* fixed rules by agreement of all “rational” players, who risk their stake and hope to win the jackpot. The “price” to be paid for this knack on the technical side is inefficiency, slowness, and limited capacity; and on the methodical side, it is the problem of (only) eventual consistency. Bitcoin has no commercial or technical finality of transactions, but a probabilistic approach to technical synchronisation.

Since the start of Bitcoin, there have been a lot of developments, which changed the balance of parametrisation of Bitcoin to...
improve some features, but take into account more assumptions or limitations:

- the Bitcoin ecosystem changed from a (theoretical) peer-to-peer system with equal "players" to a profit- and speculation-driven environment, in which the processing concentrated significantly on so-called mining pool plus a group of so-called "core developers",

- the idea of an automated synchronisation between participants triggered the concept of “private distributed ledgers”, i.e. some “schemes” with identified/registered/on-boarded participants to run a closed network for synchronisation of transactions (e.g. R3/Corda, Hyperledger Fabric, or Ethereum Enterprice Alliance). With known participants and, consequently, a contractual relationship between “members”, the problem to achieve a consensus in an open network of anonymous nodes is gone and the synchronisation between known nodes can be implemented by methods such as Byzantine Fault Tolerance (BFT; similar to the redundant autopilots in an airplane with three computers running in parallel to lead the majority to qualify the correct result),

- the technology of blockchain was extended with so-called “virtual machines” sitting on-top of the blockchain, which provide a runtime environment to execute computer-scripts called “smart contracts”. Those smart contracts have to be “state machines”, i.e. code with an always defined status, and all smart contracts be gathered in a global state machine representing an overall defined status of all contracts at a point in time. This global state machine will be computed at each node of the blockchain network in an asynchronous manner with one probabilistically selected “referee” deciding about the “true” outcome in case of an open network.

If one focuses on “smart contract code” run by registered participants (i.e. assuming some central intermediary to onboard participants) with an atomic protocol (i.e. a protocol, which can fail, but has always a defined status: true or false) to confirm contractual transaction, the story ends here. This is a conventional situation with participants of a scheme, who agree ex-ante on an applicable law, on rules and regulations and on obligations (e.g. SEPA, SWIFT, TARGET2-Seurities or ISDA).

If one analyses the situation of “smart contracts” on a public blockchain, the following questions have to be discussed in detail:

- dependence on a very complex runtime environment of a software stack with natural errors of any non-trivial software and interdependency of the changing stack,

- certainty of executions, as open networks require some kind of probabilistic consensus mechanism without full finality,

- question of governance or, respectively, life-cycle management of the environment including obligations for quality of service,

- relevance in case of execution of program code in contradiction to the legal situation of the referenced participant (e.g. automatically executed payments in case of default of the payer or “contracts” made by unauthorised participants).

Those questions link the blockchain technology either with bounded rationality and our limitation to foresee the unknown future, or with the governance of contractual relationship (see fig. 1).

**Figure 1**: The context of “smart contracts” between contracts law, bounded rationality and technical implementations such as the blockchain.

3. **Bounded rationality and information technology**

The concept of "bounded rationality" was developed by Simon14 and extended by Gigerenzer and Selten15. As the future is uncertain, any decision made by individuals has to be made with limited rationality and based on subjective experiences16. In reality, not all information is available or, respectively, the time available to make decisions is not sufficient for a full calculation - whether made by men or computers. Consequently, no computer program (and no contract, however “smart” it would be) can include all possible situations to be managed later ex-ante (see Fig. 1).

Additionally, complex software systems represent a special situation of “uncertainty about the future”, for which

---


16 See also the Popper-Adorno controversy of 1961 (or "Positivismusstreit" in German), in which both, Popper and Adorno at least agreed that all decisions are generally based on (individual) experiences, (personal) values and the (social) context.
Parnas\textsuperscript{7} coined the term “software aging”. Smart contracts are an archetypal example for such software errors, which develop over time and result from the interaction of the different software layers of the software stack with:

- code of the “smart contract code” as a state machine,
- interaction with other smart contracts all gathered in a “block” on the chain,
- compiler and virtual machine (needed to execute the smart contract code),
- potentially supporting services such as storage and messaging,
- software of the blockchain itself (such as Ethereum or Neo et cetera),
- operating systems on the distributed computers to run the local replica of the blockchain,
- network protocol stack for the communication via the internet.

Over time, there will be changes to the elements of the stack with unknown interdependencies, i.e. the whole software can “get old” and will develop “unexpected” errors over time due to the complexity of the technology and the interaction of multiple layers with various parameters.

In the context of a complex software system with inevitable errors and software aging, the vision of “code is law” shows a fundamental flaw. While the concept of Bitcoin works for tokens of “electronic cash” with immutable records of atomic transactions, the extension to smart contracts with a longer life-cycle will end up with unpredictable errors sooner or later, which contradicts the idea of an ex-ante description of smart contracts with a deterministic behaviour. Fig. 2 illustrates a hierarchy of legal components and technical components (shaded in grey) along the life cycle of a contractual agreement between two parties.

4. Incomplete contracts and governance of contractual relationship

The paradigm of “incomplete contracts” was introduced by Grossman and Hart\textsuperscript{18}, Hart and Moore\textsuperscript{19}, and Hart\textsuperscript{20}. They argue that contracts in reality cannot specify all scenarios for every possible future contingency. In parallel to a contractual relationship, a governance model is required to solve future frictions and intermediaries can take on the role of advisors or mediators (Williamson\textsuperscript{21}). The (normative) vision of a frictionless and ex-ante ultimately defined contractual relationship is replaced by the understanding of the actual (positive) reality of misunderstandings, errors and inconsistencies (\textbullet{} see also: interpretation of contracts according to Prenn v Simmonds, 1971, 1 W.L.R. 1381). In that sense, neither a contract nor any software based on zeros and ones and no blockchain technology will ever be a 100 percent “truth machine”.

If for a split-second, one assumed that a software could be free of any errors and could translate a legal contract into a code 1:1, without any problems in semantics and syntax, this code would reflect the static situation at the time of coding. Within a closed system, this may be applicable, such as in games people play with fixed rules. However, dynamic relationships between agents in a free market economy have to take the principle of human ignorance about the future into account. In general, man-made technology cannot overcome the limitation of bounded rationality. Mechanisms are required to solve the problem of “incompleteness” during the life-time of a contract.

---


When a predefined system – an agreed contract or written software – is embedded into the context of the world, the problem of the interaction of the internal fixed rules of the “game” and the external dynamic world become obvious. This can be illustrated by three examples:

- computer data are only zeros and ones; with the need to have a suitable “reader” and interface to the outside world, in which legal contracts are relevant,
- a token may be a representation of some internal “value” in a proprietary system such as a jetton in a casino, but for an exchange into a flat currency, some contractual relationship with an external party willing to exchange is necessary,
- the virtual tokens on a blockchain may be used for an ICO (initial coin offering), which can be seen as some kind of online gambling. However, if such tokens represent shares in an enterprise, voting rights in a company, or equity provided to a management team, such exchange of tokens for real money is subject to applicable legislation (see SEC opinion on ICO and DAO, October 201722).

Considering “smart contracts” as scripts running in a computer environment with a distributed database, Greenspan (2016) stated: “... smart contracts cannot do anything else, and they certainly cannot escape the boundaries of the database in which they reside.”23

5. Why Contracts

Traditional contracts establish rights and duties to each party of the agreement based on their will. Duties must be exercised by the relevant party. This formal agreement effectively means that private “promises” can be enforced with governmental support. For this to occur, the contract must be compliant with the relevant jurisdiction’s legislation.

It is first necessary to understand the creation of ‘legal effects’ as one of the constitutive elements of a smart contract, the expression of one person’s will within codes, as well as a brief overview of the function of contracts in general (in particular: that an obligation arises from the contract and is enforceable by traditional law).

“Rights” and “duties” are core elements of contracts and are inseparably linked to each other. For example, if one party to the contract has a right to receive something from the other party, the other party must have the duty to convey the asset (or whatever that something is in their contract). The term “obligation” refers to “rights” as well as “duties” and hence to “the whole relationship”24.

6. Set-up of a smart contract

6.1 Fundamental Aspects

As the original term “smart contract” was misleading, authors25 recently started distinguishing between “smart legal contracts” and “smart contract code”. The legal part comprises the transfer of a classic contract into a smart contract (step 1 and 2 in Fig. 2), and the potential legal enforcement (step 7 and 8 in Fig. 2). The technical part includes the coding process, the deployment into a runtime environment, and potentially a trigger to external (technical) systems (step 3 to 6 in Fig. 2).

Starting with determination of the declaration of intention, the communication could be performed by selecting a portal and entering the parameters (e.g. by clicking them). The given parameters are displayed and sent to the recipient for confirmation (in the sense of a term sheet). After the confirmation process, a computer script (“smart contract code”) is activated by the two-sided acceptance and the smart contract “lives” on the blockchain including the data stored within the script.

Besides the legal contract and its parameters, it is necessary to agree on the applicable law, jurisdiction, format and language. In this way, the contract receives its “rulebook”, determining how something should be performed by each party to the contract. Although a “smart contract” is a script with an automated execution, there is no guarantee that the rules will be determined automatically as well.

Smart contracts are often compared to vending machines, an invention probably as old as Roman law: the first vending machine was documented in 62 A.D.26 A vending machine dispenses small articles such as soft drinks or candy when a button is pressed and a coin, bill or token is inserted. The same applies to the vending machine “smart contract” that could open the door of a rental car if a payment token such as Bitcoin is dropped in.

However, a properly recorded smart contract may in fact be void without the parties being aware of it. Under Common Law principles, a contract is voidable for mistakes and it can therefore be considered ineffective from the moment it was made (i.e. as if it had never taken place). This principle contradicts the principle of blockchain (being immutable).27 Questions arise, in particular, with regard to the requirements of the conclusion of smart contracts: is it possible to write a legal contract only in code? Referring to the principle of the so-called freedom of contract, a contract does not have to be in any particular form unless a specific form requirement is stipulated by statutory law. Furthermore, under the principle of freedom of choice regarding the contractual language, the parties are free to select code as the language of the contract.28

However, smart contracts that are written in code raise concerns with regards to consumer protection: terms and conditions (Allgemeine Geschäftsbedingungen - AGB) must be formulated in such a way that a consumer can read them effortlessly.29 But an average

---

22 SEC opinion on ICO and DAO, October 2017
27 Heckelmann M. Zulässigkeit und Handhabung von Smart Contracts. NJW 2018;504:507.
29 Schlosser P. Commentary on § 305 BGB Rn 140. In Staudinger J (eds) BGB Kommentar Selier-de Gruyter 2018.
consumer cannot be expected to be able to read code. Apart from that, caution should be exercised with respect to formal requirements. Formal requirements have a protective function that cannot be met by a smart contract written in code. The code of a smart contract is not directly displayed and even if it was, it would not be understood by the majority of the contractual parties. Therefore a translation of the code into English, French, German, etc. could be necessary. By contrast, it can be assumed that it is legally permissible to choose code as the contractual language in B2B commerce. The party that is unable to read code has to bear the language risk that comes with entering into a smart contract written in code.

### 6.2 German approach

At the moment there is no need for a special law within Germany to establish that a smart contract is legally effective. Rather, the existing principles are applied as usual and are largely transferable to smart contracts. Therefore, regulation is required in a few areas, but not considered to be necessary in principle. Technically, current smart contract (code) environments require that one party writes and deploys the smart contract, and the other party agrees to the display of the (content of the) code in a front-end application, like a portal. This is rather near to the traditional paper-based procedure of offer and acceptance with declaration of will between the contractual parties. However, the accepting/confirming party has to relay on a browser-like portal to read the contract (code) and accept it (electronically). Non-German approaches (e.g. U.S.A.)

The situation in the U.S.A. is obviously different. In 2017, Arizona passed an amendment to its Electronic Transactions Act (so-called Arizona Electronic Transaction Act - AETA). The legal act has mainly supplemented its very short Article 5. The supplement is sometimes referred to as “groundbreaking Blockchain and Smart Contract Law”. But is it really that ground-breaking? A signature that is secured through blockchain technology is considered to be in an electronic form and to be an electronic signature. This is of importance because “AETA stipulates that records or signatures in electronic form cannot be denied legal effect and enforceability based on the fact they are in electronic form.”

#### 7. The legal principle of “code is law”

The legal concept of pacta sunt servanda means that agreements which are legally binding must be performed. At first sight, this seems comparable to the principle of “code is law”, stipulating that the agreed or programmed aspects may not be changed ex-post. Having said this, the legal concept of pacta sunt servanda can be limited by the right of revocation of one party. Moreover, part of the principle of freedom of contract is that contracts can be renegotiated and also modified by the parties through a further contract. Hence, pacta sunt servanda means to understand more “what the parties finally agreed or are agreeing on that must be performed”. This differs from the principle of “code is law”, meaning “the agreed is unchangeable and must be performed”.

#### 7.1 Interpretation and Renegotiation of Smart Contracts

Having said this, the question arises if smart contracts can and need to be renegotiable. In case of ambiguities, contracts are interpreted and the will of both parties is carved out. Only what the parties really wanted to agree on shall be agreed.

By contrast, interpretations of code performed by machines are based on so-called Boolean logic, meaning something is either true or false. Therefore the maxim “falsa demonstratio non nocet”, meaning “wrong designation does not harm”, does not apply. A famous example among German law students is the so-called Haakjöringsköd case, dated 1916. Both parties agreed on the purchase of whale meat. They labelled it Haakjöringsköd thinking that this was the correct Norwegian term for whale meat. Since neither party was able to speak Norwegian, they did not know that Haakjöringsköd actually meant shark meat. The court later ruled that the misunderstanding did not lead to the agreement being void because both parties wanted the same thing, but mislabelled it. Boolean logic would not be able to solve such a misunderstanding. By knowing only true or false, it would not be satisfied with the delivery of whale meat, even if this was what the parties wanted. These interpretations do not rest upon simple true or false classifications and therefore cannot be used in relation to Boolean logic.

In 2012, the German Federal Court of Justice (Bundesgerichtshof - BGH) ruled that the way an automated system is expected to understand and process a declaration of intent, which was made using electronic means of communication and via an automated booking or ordering system, does not determine the content of the declaration. What matters is how the human addressee is allowed to understand the respective declaration in good faith and custom. This means the displayed and confirmed content (see section 6.2) is binding but not the bits and bytes within a computer system (such as a blockchain).

#### 7.2 (Smart) dispute resolutions and risk management

If a smart contract is set up and a dispute arises the (local) courts will not be experts in blockchain or coding and specialists will be needed. In 2017, Datablea, a Munich-based provider of blockchain

---

31 E.g. the Blockchain Verband considers the regulation of blockchain-technology regarding online business / finance by usage of token as helpful, Blockchain Bundesverband. Statement of the Federal Blockchain Association to the Committee on the Digital Agenda. Deutscher Bundestag, Ausschussdrucksache 99(23)028 page 32.
32 AZ HR 24/17 especially the amendment of Article 5 “Blockchain Technology”.
34 Art. 5 A (section 44–7061), Title 44, Chapter 26, Arizona Revised Statutes.
37 BeckOGIK/Herresthal, 1,5,2108, BGB section 311 footnote 128.
38 Reichsgericht, RGZ 99, 147.
solutions, launched an arbitration proceeding based on blockchain technology: the Codelegit Certified Blockchain Arbitration Library (Datarella’s legal library for smart contracts). Codelegit took the opportunity to specialise in the implementation of arbital proceedings within smart contracts. In case of a (detected) legal breach or a bug in the smart contract, the respective party triggers the arbitration process by calling the function “pauseAndSendToArbitrator”(). A grace period pausing the execution of the smart contract will commence. The arbitration service will then be performed. The parties can choose from a database of arbitrators, who may be legal experts and also technicians who understand blockchain technology and smart contracts. Usually, the arbitrator will invite the parties to join a video conference, but the hearing can also be a meeting in person. It is not required that the parties are represented by a lawyer, but they are free to have one. Afterwards, the smart contract will then be continued, modified by the appointed authority as foreseen in the arbitration library, or ended. Depending on the settlement or award, the appointing authority calls function “continueContract ()”, modifies the smart contract, or calls function “endContract ()”. Triggering the arbitration function has to be performed by one of the parties to the smart contract (e.g. by clicking on a link). Furthermore, it seems likely that certain parameters might trigger an arbitration process by itself (e.g. receiving an amount less than what was set out in the smart contract; or receiving the right amount but at a later point in time than what was agreed).

By the choice of arbitration, the parties restrict their access to the state courts by contract. This is a reflection of the principle under which the parties determine the scope of the case and whether or not a court proceeding takes place at all (Dispositionsgrundsatz). Therefore, the model clause for arbitration in 2018 by the German Arbitration Institute (DIS) provides that all disputes arising out of or in connection with the relevant contract or its validity shall be finally settled in accordance with the Arbitration Rules of the DIS without recourse to the ordinary courts of the state.

New arbitration rules were developed for the CCP’s 2017 proceedings - the “Blockchain Arbitration Rules”. The advantage of the Blockchain Arbitration Rules over traditional Rules is that all parties involved have access to the documents which are made available by a blockchain that serves as a verification tool. Several tech enthusiasts claim that blockchain arbitration will replace traditional arbitration.

The existence of such arbitration clauses is highlighting that the notion of “code is law” does not mean that code is always right.

7.3 Freezing and Exit Scenarios

Ultimately, the question then arises as to whether smart contracts can be updated, patched or stopped. Smart contracts deployed on a blockchain cannot be modified since they are permanently written on the blockchain. But given the fact that smart contracts cannot be changed, unless the possibility to “freeze” the execution of the smart contract is encoded, how could a government agency react if the review of the smart contract has shown that the aged smart contract is vulnerable to hacking and could lead to unwanted results?

If an “emergency exit” was coded into the respective smart contract then the smart contract could be stopped (“frozen”) or ended (“killed”). The essential key data of the contract (e.g. contractual parties, object of purchase, purchase price) could be extracted from the aged contract and a new smart contract with the same content could be coded. This would be very similar to an “update”. Such a mechanism (automatic data readout) could, in principle, be written into the code of a “legal model smart contract”. The address of the aged smart contract would have to be updated, and the users would see the address of the new smart contract.

Due to the immutability of smart contracts, as long as there is no “hard fork”, the parties are only able to rescind or unravel the smart contract if such rights are programmed in the smart contract from the outset. It is, however, debatable whether other “emergency exits,” other than rights of rescission, can be written into the code of a smart contract. Indeed, transactions on the blockchain do not require the control or approval of a trusted third party. However, that such “emergency exits” have to be encoded means that the parties must rely (i) on the coder and (ii) on the correct execution at runtime / in the runtime environment to ensure fairness. But how can an IT specialist set up a complex legal agreement without a legal background or vice versa: how can a lawyer set up such a contract without the detailed technical knowledge including about the runtime environment and possible dependencies at runtime? Even if the coder of a smart contract was both a lawyer and an IT expert, the question would arise as to how she/he could foresee every possible scenario in an uncertain future. However, it would be necessary (but not feasible) to include all possible situations and solutions into the smart contract, or to abandon the fairness aspect of a contract as provided under traditional legal principles.

---

8. Challenges for "Code is law" and self enforceability of smart contracts

8.1 Financial Distress

8.1.1 Insolvency

The vast majority of insolvency proceedings in Germany follow the standard procedure. Under the insolvency standard procedure, as a general rule, the debtor’s assets, which are part of the insolvency estate ("Insolvenzmasse"), will be liquidated and the proceeds will be distributed among the creditors, who have registered their receivables to the insolvency table. The term insolvency estate is defined as all assets owned by the debtor on the date when the proceedings are initiated as well as any assets acquired by him during the proceedings. By the time insolvency proceedings are initiated under the standard procedure, an insolvency administrator will be appointed by the competent court. The debtor’s right to manage and dispose of the insolvency estate shall be vested in the insolvency administrator. In general, the core functions of the insolvency administrator are to seize the insolvency estate, to provisionally continue the operations of the company, to liquidate the assets, and to distribute the proceeds among the creditors.

However, even before insolvency proceedings are initiated (but once the debtor is already in financial distress), special legal and compliance requirements must be taken into account. According to Supreme Court rulings, the company’s management may not discriminate against individual creditors during the period of financial distress prior to an insolvency proceeding. Nevertheless, paying supplier’s invoices for certain goods and services that are necessary to perform the company’s business could be in the scope of an exemption. Depending on the severity of the financial distress, individual expenditures must be measured in economic terms. In addition, the total assets must always be kept in view and a precise distinction between the specific outstanding receivables must be made. For example, social security contributions must be paid (regularly), whereas special agreements may need to be made between trading partners.

Implementation of a standard insolvency procedure or a standard financial distress procedure into a smart contract will not (at least not for the moment) meet the minimum legal requirements. By taking away every opportunity for the debtor to act in an economically advantageous manner, the smart contract could ultimately disadvantage the creditors as a whole. This is because sometimes the company could have been rescued through targeted investments so that all creditors could have been repaid (even if somewhat delayed). Since it is not only a matter of focusing on pure statistics, but also on economic, social (law), individually compatible and general corporate aspects, it does not seem possible (at least not currently) to map all this out on a blockchain.

The situation in relation to any other and/or future creditors is unfavourable as well. In order to ensure a functioning application of insolvency law, the position of each creditor in relation to the debtor would have to be accurately shown. This is the only way to ensure that the smart contract complies with the intended purpose under the Insolvency Code. But this goes hand in hand with the fact that every creditor knows exactly where he stands in the overall financial situation of the debtor. In the absence of smart contracts, the assumption is that all unsecured creditors rank pari passu. Self-executing smart contracts are incompatible with this assumption (unless self-execution is limited to preserve the pari passu ranking and this requires a "transparent debtor"). Smart contracts in a financial crisis will probably be negotiated between the creditors (among themselves) rather than with the "transparent debtor".

This in turn favours debtors who do not use smart contracts and do not (have to) disclose their overall financial situation.

56 E.g. in relation to affiliate companies BGH, NJW 2008;2504. 57 This exception is expressed e.g. in section 64 of the German Limited Liabilities Companies Act. 58 The company’s management has to file for insolvency proceedings at certain point in time, set out within the German Insolvency Act. If an insolvency application is not filed, there is a risk of severe penalties. 59 Musielak H-J. Vertragsfreiheit und ihre Grenzen. JusS 2017;949:949. 8.1.2 Bonds and freedom of contract

Besides the pacta sunt servanda concept, the German legal system is characterised by the aforementioned principle of freedom of contract, which is based on the concept of private autonomy. Every individual has the right to shape and form their living conditions individually and freely by entering into contracts for any legal purpose they desire. As a part of this, every individual is equally free to insist on the non-performance of an obligation.

If the smart contract prevents the possibility of insisting on non-performance this could lead to problems. As an example: Person A has purchased a bond from Person B with a term of several years and a fixed interest rate. The interest is payable annually. B runs into payment difficulties within the first year (e.g. due to the sale of property and the absence of payments to him). The payment difficulties are (foreseeable) for only a short duration (there is still a large number of due invoices outstanding). If the smart contract now automatically cancels the bond and collects the total amount, this would possibly force B into insolvency. Even if B could demonstrate to A that future payments can be made as planned, and that even the delay in interest payments can be compensated, A could not stop the automatic settlement of the smart contract. This would ultimately, put A in a worse position as well, given that instead of receiving the full amount (with a slight delay), he would have to be satisfied with a smaller amount.

The aforementioned bond-example shows the problem between the principles of freedom of contract and "code is law". In case of a traditional contract, it is highly unlikely that the parties would perform adversely to their own understanding, but smart contracts are performed regardless. Lessig wrote almost two decades ago: “Every age has its potential regulator, its threat to liberty. [...] Ours is the age of cyberspace. It, too, has a regulator. This regulator, too, threatens liberty. [...] This regulator is code - the
software and hardware that make cyberspace as it is.”57 Was Lessig right after all? Can code be a threat to liberty?98

8.2 Aged or hacked Software

The code of a smart contract is software after all, and all software used over a long period of time is prone to error. Programming an everlasting perfect (and not trivial) smart contract is an impossible thing to do. Consequently, the original intention of the parties of a smart contract and the outcome might not be the same because aged software can develop unexpected errors. In contrast to other computer programs, smart contracts are unchangeable due to the immutability of the underlying blockchain. This means that vulnerabilities and software errors cannot be fixed. Recent reports indicate that over 34,000 published Ethereum smart contracts are vulnerable.99 Little can be done about this because (as set out above in o) smart contracts cannot be updated or patched.100

The code of smart contracts is also in the spotlight from hacker attacks: e.g. in June 2016 a hacker exploited a software weakness and transferred approximately 3.6 million ETH - 1/3 of the total ETH raised by the DAO offering - to his own wallet.61 As a general rule, the older the code, the easier it is to hack. Both the aging of the code, and the code changed by hackers, leads to the fact that the contract will no longer align with the originally intended purpose of the agreement. Under German law, such an interference with the basis of the transaction leads to the contract’s voidance (if an adjustment is not possible): “If circumstances which became the basis of a contract have significantly changed since the contract was entered into and if the parties would not have entered into the contract or would have entered into it with different contents if they had foreseen this change […] one of the parties cannot reasonably be expected to uphold the contract without alteration.”102 Setting up long-term smart contracts without taking into consideration that they age (or that they become increasingly vulnerable to hacking) could lead to an interference with the basis of the transaction. “Code is law” therefore cannot apply from that point on, as the parties would have agreed otherwise. Assuming that we cannot adapt to the situation, the principle “code is law” will necessarily have to be broken here.

Additionally, blockchain based on a so-called “proof-of-work” consensus are by design vulnerable to “51% attacks”, as the creator of Litecoin Charlie Lee stated65 in cointelegraph.com on Jan. 9, 2019:

“By definition, a decentralized cryptocurrency must be susceptible to 51% attacks whether by hashrate, stake, and/or other permissionlessly-acquirable resources. If a crypto can’t be 51% attacked, it is permissioned and centralized.”

This statement was made in the wake of recent news about “unusual mining activity” on the Ethereum Classic blockchain (see the same article on cointelegraph.com). Regardless of this particular event being qualified as a true “51 % attack”, some successful 51% attacks on minor blockchain/cyber tokens were reported in 2018:

- Double Spend Attack on Bitcoin Gold in May 2018: (Bitcoin Gold director of communications Edward Iskra warned64 “that a malicious miner was using the exploit to steal funds from cryptocurrency exchanges. To execute the attack, the miner acquired at least 51 percent of the network’s total hash-power, which provided them with temporary control of the blockchain”).
- Block Withholding Attack on Monacoin also in May 2018: (According to CNN66, the attack appears to have been a selfish mining attack, where one miner successfully mined a block on the blockchain but did not broadcast the new block to other miners. The miner, still unknown to this day, had enough computing power to take as much as 57% of the hashrate at one point in order to execute the attack).

It is important to remark that even with a “51% attacks”, an attacker cannot manipulate the stored data on a blockchain arbitrarily, but can – as in the two examples – conduct a double spending and/or redirect transaction. The consequences for smart contract performance are unclear, as it depends on the underlying blockchain (public vs. private and type of consensus method). However, those cases made it clear that – in principle – blockchains are vulnerable and the security of the runtime environment has to be carefully taken into account.

58 Moreover, the principle of “code is law” involves difficulties with regards to debtor protection regulations. The self-enforceability of smart contracts is a mixed blessing: it would be possible to set up a lease agreement and determine that the rent shall be taken from the bank account of the tenant if it is not transferred until the end of the month. If the amount on the bank account was not sufficient to pay the full rate at the end of the month, the smart contract would automatically take the highest amount possible from the bank account. However, under German law, certain thresholds must be considered when taking a natural person’s money. The code would ignore these thresholds unless they were programmed into the smart contract. Nevertheless even if they were part of the code, the risk of these provisions being circumvented would remain. This is demonstrated by the fact that these thresholds can differ from time to time. For this reason, the enforcement by writ has to be performed by an (official) attachment order, examining if certain thresholds apply in the first place. These specific regulations are based on German welfare state principle and can differ from country to country.
62 Section 313 German Civil Code.
8.3 Suretyship upon First Demand

The principle “code is law” with its self-enforceability is challenged in relation to suretyships upon first demand and terms and conditions.

The problem is shown by the following example:

A and B are in a contractual relationship regarding the delivery of goods. To make it easier for B to do business, he does not have to pay for the goods immediately, but only collectively at a later point in time. As compensation for this concession, however, A requires a suretyship upon first demand. Hence, B agrees with its bank (C-Bank) to grant A a suretyship upon first demand in favour of A. C-Bank demands an additional fee in case A demands the payment by C-Bank.

Other than a “standard” suretyship, the suretyship upon first demand gives the recipient (A) the right to demand the payment by the bail (C-Bank) without giving the bail any chance of intervention. After the performed payment, the bail has the chance to draw back the payment. All in all, the only thing that matters is the formal aspects of the “demand”, such as showing a document saying that the goods were delivered. Any substantive objections, such as wrongfulness of the delivered goods or false goods, do not matter at all. Only if a demand is obviously unlawful, will the mere demand not be sufficient. If the (formally right, but in substantive aspects unjustified) demand is made too hastily, a complex situation arises (especially if a smart contract was coded):

When setting up the agreements and security using a smart contract, the demand will be performed if specific parameters are (or are not) given (e.g. no payment at agreed date). However, if an error in the delivery contract (e.g. delivery of the false goods) was the reason for the non-payment, the smart contract does not recognize this and automatically triggers the demand. This brings along a negative situation for every party of the agreement: B is now obliged to pay the additional fee to C-bank (as well as expenditures of C-Bank if a reclaim is performed, so-called Aufwendungersatz); C-Bank now has to claim back their payment (regarding A by the so-called Rückforderungsprozess) and therefore has to bear B’s and A’s insolvency risks; and A must expect to be sued by both B and C-Bank. In addition to this, it is likely that B will change its supplier.

In practice, however, the situation is even more complicated and thus prone to errors. The stipulations regarding the suretyship upon first demand are often to provide security embedded in general terms and conditions, particularly in the agreement between A and B. However, if A obliges B to provide such security as per his general terms and conditions, it is very likely that this will unreasonably disadvantage B (contrary to the German principle of good faith). Persons who do not conduct any banking business, international business transactions, and who are not familiar with suretyships on a professional basis are unable to assess the risk in the right way. According to the Federal Court of Justice, for them such a clause is a surprising and ambiguous section within the meaning of 305c German Civil Code. This means that a clause to this extent will be rendered ineffective, so that the smart contract should not execute itself.

Of course, coding could be in place which accommodates this scenario. But the real challenge for the “code is law” principle is to determine when to apply the code for terms and conditions and when not to. Under German law terms and conditions “are all contract terms pre-formulated for more than two contracts which one party to the contract (the user) presents to the other party upon the entering into of the contract.” It is not necessary that the smart contract is actually used a third time. If the party to the smart contract already plans to use it more than twice at the first use, it is already classified as general terms and conditions within the meaning of German Civil Code. The smart contract is not able to determine if the user plans to use the contract more than twice by using it the first time. Therefore, the principle of “code is law” is hard to maintain in this complex situation.

---

60 These regularly involve cash payments. Although other forms of suretyships are also possible, these are not considered here.
61 Affiliated companies are likely to grant a suretyship upon first demand as well.
62 Regarding a standard suretyship, the bail has the chance to prevail the demand due to objection of demands. Such are that the surety recipient has to claim the debtor first or any objection of demands the debtor has against the suretyship recipient.
63 Habersack in MiKo BGB, § 765 Rn. 102.
65 This is the case, for example, if the demand was performed regarding another agreement between A and B, that is not secured by C-Bank. Pioch C. Einstweilige Verfügung gegen die Inanspruchnahme einer Bürgschaft auf erstes Anfordern. Jus 2018;438: 439.
67 Typically, A obliges B in the agreement to provide a suretyship upon first demand.
69 Federal Court of Justice. NJW 2002;3627:3628.
70 Section 305 paragraph 1 sentence 1 German Civil Code (Bürgerliches Gesetzbuch – BGB).
71 Basedow J. In MiKo BGB, § 305 Rn. 18.

---

Figure 3: Illustration of contractual agreement in the context of a survey ship.
8.4 The State's Enforcement monopoly

Compulsory enforcement is seen as the necessary state institution of any developed legal system based on the prohibition of self-help.78 The compulsory enforcement is part of the state’s monopoly on legal protection.79 The German legislator permits private proceedings (so-called arbitration proceedings) in addition to official proceedings. However, if the arbitral award is then to be enforced, it must be declared enforceable by a German Court first. The enforcement itself is performed in the usual way. This ensures that the power of enforcement remains exclusively with the state.80

This rigorous approach is based on the fact that the enforcement of a judgment is a massive intervention into the fundamental rights of the person concerned. In addition to the protection of property,81 interventions into the fundamental right of personal freedom82 are quite possible (depending on the manner of enforcement).83 Such interventions find their limits in the fundamental right to human dignity84 or in the state protection of the family.85 This shows that important principles have to be weighed against each other, especially in enforcement. Some of these principles find their expression within the rules of the German Code of Civil Procedure. Nevertheless, these principles need to be kept in mind again and again as well as applied in case of uncertainties.

Regarding coded self-enforceability of smart contracts, such complex considerations cannot be reflected on the blockchain (at least not according to the current state of the art). In addition, the question arises as to whether the state’s enforcement monopoly would be undermined if smart contracts were assumed to be used on a large scale. This would mean that the elaborately developed prime principles and considerations of the state would not be applied. Rather, a multitude of self-encoded enforcement systems would exist, each of them on an individual basis. Even where private enforcement requires self-help, such as under article 9 of the Uniform Commercial Code (UCC), or as allowed under the relevant contract, such self-help is typically subject to the without “breach of peace” standard. It is intended to safeguard the debtor from abuses that can occur during self-help repossession and it is typically underlined by the law but left to ex post facto determination by the courts.

As shown by this, the “without breach of peace” standard is not the result of an act of self-help, in the manner that self-help repossession is always executed without a “breach of peace”. It’s rather a condition for legitimate self-help.86 In other words, self-help is only legitimate, when used without breaking the peace.

A “breach of peace” is for example determined by the courts in case of physical assault by the repossessor.87 It may also be determined in other cases, such as cases where emotional distress is caused on the debtor, where law enforcement officers have provided assistance or where there has been an impact on third parties (e.g. children of the debtor). However, in these other cases, there is no clear line for the determination of a breach of peace.88

The exercise of self-help in violation of the “without breach of peace” standard can lead to serious consequences, such as criminal liability, compensatory damages, statutory and punitive damages as well as loss of the right to a deficiency claim.89

---

80 Münch J. In MükoZPO § 1060 Rn. 6ff.
83 § 3 Rn. 2 of the UCC: (a) After default, a secured party: (1) may take possession of the collateral; (…). (b) A secured party may proceed under subsection (a): (1) pursuant to judicial process; or (2) without judicial process, if it proceeds without breach of the peace.
84 § 609 of the UCC: (a) After default, a secured party: (1) may take possession of the collateral; (…). (b) A secured party may proceed under subsection (a): (1) pursuant to judicial process; or (2) without judicial process, if it proceeds without breach of the peace.
8.5 Freedom of will in form of efficient breaches

Due to its self-enforceable nature, there is also no room for a so-called efficient breach in a smart contract. An efficient breach is a breach of contract based on the consideration that a breach is economically more efficient than performance under the contract.\(^9\) Typically, the parties are not able to influence the smart contract. By using a strict understanding of “code is law”, one could say that any established remedy for a breach of contract (such as damages or penalties) would not be available under a smart contract, unless it was explicitly included in its code.

Of course, a smart contract can include if-then-else Statements and/or an “exit” to an external (i.e. new) data input via an so-called “Oracle” et cetera. However, all these possibilities are ex-ante programmed code by a programmer with their assumptions about an uncertain future and, consequently, cannot cover unexpected events, for which “efficient breaches” will be the only remedy from an economy perspective.

9. Conclusion: A look into the future

Up to now, the discussion around “smart contracts” usually started from a technical perspective. As Fig. 5 illustrates, technological concepts are an important, but not the only part of a whole stack of elements: from technology via the question about the economics\(^9\) of (the operation of) blockchains, to the commercial contracts between human actor and, finally, the legal and regulatory framework.

Consequently, the vision of “Code is Law” (or “Code as Law”) ignores the interaction of these elements and the context of the social, commercial and legal world. Vice versa, a programmer of a “smart contract” in the future has to know what he is (legally) allowed to code. He will most likely need basic legal knowledge if he does not want to cooperate with a law firm. The law firms themselves will have to hire coders if they want to offer smart contracts. No matter in which form, it will be unavoidable that each side knows at least a little about the other one. Universities are also recognising this trend and are increasingly establishing institutes for legal informatics.\(^9\) Therefore, “Code” can be a part of “Law”, but will not replace the law.

From an abstract point of view, one can distinguish three different Levels of Intention: (i) the original “Meeting of Wills” in the context of the world and customs; (ii) the best effort to put the intention(s) into a formalised documentation - or code - under uncertainty about the future; and (iii) the code or “smart contract” with all its possible if-then-else statements, but without an own will and only with the codified part of the intention of the programmers.


Figure 5: Technological concept of “smart contracts”.
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